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Abstract: this paper implements and enhances performance of software random testing. Random testing is a base software testing 

technique that can be used to improve the software reliability as well as to discover software failures. Random testing is a black-box software 

testing technique where programs are tested by generating random, independent inputs. In proposed methods uses both Monte Carlo and 

Las Vegas Randomized algorithms. Monte Carlo has fast execution while Las Vegas has low execution time, but sometimes Monte Carlo 

algorithm gives false result while Las Vegas gives always correct result. In proposed method has two result sets, in first result set has 

executed test cases and in second has fails test cases. Initially test cases are tested using Monte Carlo algorithm and produced executed and 

fail result sets. The fail result set is again tested using Las Vegas algorithm because sometimes Monte Carlo gives false result.  We present a 

technique that improves performance random testing.  These results are very hopeful, given that evidences that our perception is likely to be 

useful in improving the efficiency of random testing. 
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1. Introduction 

Randomized algorithms are used to explain many software 

engineering problems. It uses degree of randomness as part of 

their logic. In random testing randomized algorithms are very 

significant for difficult problems where an exact result cannot 

be calculated in a deterministic way. However, randomized 

algorithms produce dissimilar results on every run when it 

applied to the same problem. It is very important to evaluate 

the effectiveness of randomized algorithms by collecting data 

from a large number of executions. It performs a complete 

study as well as gets complete information of current practice 

in software engineering research. The test case selection is 

simple and easy, they are randomly chosen among huge range. 

Random testing is more commercial in software testing 

problem. Effectively combining random testing with other 

testing techniques may provide up more powerful and cost-

effective testing methods.  

1.1 Specification-Based Techniques 

• Equivalence partitioning 

• Boundary value analysis 

• Decision table 

• Finite-state machine method 

• Testing from formal specification 

• Random testing 

 

 

Software testing is an execution of the software or given code 

with the aim of removing and debugging failures which is an 

important phase to confirm the correctness of software system. 

In software testing consist of two important steps, i.e. 1) 

generating test cases and 2) validating the performance of 

software system by executing the test cases [1]. In general, 

since we cannot execute all the test cases, it is performed with 

limited test cases. Thus, the good quality of test cases results to 

the good quality of software products. Random testing is one of 

the most standard techniques in software testing although the 

random testing (RT) is easy for execution.  

Testing a system is the procedure of finding errors which 

correct any gaps, errors or missing requirements. In the 

randomized algorithms apply a random value to solve various 

problems. Randomized algorithms are useful in difficult 

problems in an exact solution can be derived in a deterministic 

manner. Different outcome in each run occur when applied to 

the same problem instance. There are two types of randomized 

algorithm 

1. Monte Carlo algorithm 

2. Las Vegas algorithm 

1.2 Monte Carlo algorithm: 
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It may produce incorrect results, but with very less error 

probability. It has a fixed execution time. If the algorithm is 

executed repeatedly with independent random options each 

time, the probability of failure can be made arbitrarily little at 

the cost of running time. In this algorithm with one-sided 

errors, the failure probability can be minimized by executing 

the algorithm k times [18]. Thus, prime numbers answer is 

always correct, and for composite number the answer is correct 

with probability at least 1−(1−1/2)k = 1−2−k. 

1.3 Las Vegas Algorithm:  

This algorithm always gives the correct result and its execution 

time is higher than Monte Carlo algorithm. For high complexity 

execute Las Vegas randomized algorithm because we need 

correct result after the execution.  

Random testing is black-box software testing, it is not focus the 

code or methods that written in the program. In Fig.1 black box 

random testing, it focuses on inputs and output only. During 

execution of software testing randomized algorithm is used to 

generate test cases. It generates random number of choices 

during test cases execution to produce a result. It selects test 

cases from the whole input set randomly. The process of test 

cases generation can be minimized using randomized 

algorithm..  

 

 

Figure. 1.  Black box random testing. 

1.4 Why we use random testing? 

Random testing gives an advantage of easily calculating 

software reliability from test outcomes. Test inputs are 

randomly generated according to a prepared profile, and failure 

times are recorded. The data obtained from random testing can 

then be used to calculate reliability. Other testing methods 

cannot be used in this way to calculate software reliability. Use 

of random test inputs may save some of the time and effort. It 

must consider the time needed to write random test generator 

verses the time to write a set of directed tests. Random Testing 

methods are applicable for any single project. Different testing 

techniques can find different types of defects. 

2. Implementation 

 

Figure. 2.  Random testing implementations steps. 

Random testing is also known as black-box software testing 

technique.  In the figure 2 shows the complete execution of 

random testing.  

2.1 Input domain identification 

This is basic step in software random testing. There are various 

classes, functions and methods in the system or programs. First 

analyze the whole system and find out classes, function and 

methods separately, each one have different input domains. We 

need to identify the input domain according to the software 

requirement specification for each classes, methods and 

functions for testing. If we need to print even number from 1 to 

10 then input domain will be 0 to 11 (InputD[0-11]).  

2.2 Test input selection 

After identification of input domain, test input is selected 

among input domain for execution. Initially boundary value 

analyses are performed on each test cases. In boundary value 

analysis, the test is executed for first three input and last three 

input from input domain. For input domain InputD[0-11], the 

test case is executed for boundary value analysis for input 0, 1, 

2 and 9, 10, 11.  

2.3 Test cases execution  

In the step, test cases are executed for testing. The input is 

randomly selected from the input domain which is generated 

using randomized algorithm.  

2.4 Result comparison 

During test cases execution result is generated for each test 

cases, these result compare with expected result. If the result is 

match with expected result then test case stored in executed test 

set, fail test cases are stored in fail result set.  

3. Proposed Work 

In proposed work, software random testing is performed using 

Monte Carlo and Las Vegas randomized algorithm. In figure 3 

shows the basic flow for random testing, in which system is 

tested by using both random testing algorithms.  

3.1 Create test plan 

First we create test plan for testing which define detailed 

understanding of the eventual workflow. A test plan specifies 

the strategy that will be used to validate and make sure that a 

product or system meets its specifications and other 

requirements. A test plan is generally prepared by or with 

significant input from test expert persons. 

3.2 Execute test cases using Monte Carlo Randomized 

algorithm  

The test cases is generated using Monte Carlo randomized 

algorithm and executed that test cases. There are two possible 

result, execute and fail test cases. Execute test cases are stored 

in execute result set and fail test cases are stored in fail result 

set.  

generateTestCases(inputDomain[first-1, last+1) 

  begin 

   i=0 

   repeat 

Randomly select one element from input 

domain. 

       i = i + 1 

      until i=last-1  or error is found 

end 
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3.3 Execute test cases using Las Vegas Randomized 

algorithm  

The test cases are generated using Las Vegas randomized 

algorithm and again executed fail result sets test cases. 

Sometimes Monte Carlo algorithm give false result so that we 

again test the fail result set to obtain better result. 

generateTestCases(inputDomain[first-1, last+1) 

begin 

repeat 

Randomly select one element from input 

domain. 

       until error is found 

end 

3.4 Generate report  

In this step, we generate the report against fail test cases and 

executed test cases. Aim of this paper is to enhance the 

performance of random testing so that not concentrate on fails 

and pass test cases. We focus on how much time is taken to 

execute the test cases and comparison with previous methods. 

 

Figure. 3.  Proposed random testing implementations. 

 There are many methods for random testing, such as- Markov 

Chain Monte Carlo Methods [1], Adaptive Random Testing 

[2], [8], [9], [10], [17], Centroidal Voronoi Tessellations [3] , 

Dynamic Random Testing  [4],[5] , Random-Partition Testing 

[4] [5], Combinatorial testing [14], Group Testing [15], Sneak 

paths testing [16]. Among these, adaptive random testing is 

more powerful and efficient. In this paper we compare 

proposed result with the adaptive random testing.  

4. Result 

In the below report shows time taken for executing test cases 

using randomized (adaptive) algorithm and our proposed 

algorithm. In this paper the test suit is downloaded from 

“NIST” website [19]. This website provides standard data for 

testing. 

In the experiments, we have examined the performance of 

Random Testing (RT), Adaptive Random Testing (ART) and 

Dynamic Random Testing (DRT). As a result, combination of 

both algorithms is drastically improved against those of RT, 

ART and DRT. We present a technique that improves 

performance random testing. 

We studied and implement random testing algorithm for 

enhancing performance of random testing. In proposed method 

uses Monte Carlo and Las Vegas randomized algorithm which 

is very helpful for test cases generation in different ways. Using 

proposed method, we can minimize the efforts for test cases 

generation process during random testing also minimizes 

testing efforts. 

 

Figure. 4.  Time require executing all test cases using randomized and 

proposed technique. 

In figure 5, shows the time require for executing all the test 

cases using random testing. In figure 6, shows the time require 

for executing all the test cases using proposed random testing. 

And in figure 7, shows the time comparison for both methods. 

Figure 7 shows that the time require for random proposed 

testing is less that time require for random testing, on this basis 

we can say that, proposed system is better than the previous 

one. 

 

Figure. 5.  Time require for random testing to execute all test cases. 

 

Figure. 6.  Time require for proposed random testing to execute all test cases. 
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Figure. 7.  Time comparison for both methods. 

In figure 8, shows complete statistics report for random testing 

and proposed random testing. There are 62 test cases; the 

average execution time is 0.125 for random testing and 0.065 

for proposed random testing. On the basis of this result we can 

say that our system is more effective and efficient than 

previous. 

 

Figure. 8.  Test cases execution statistics for both methods. 

In this paper we presented the results that evaluate the 

performance of random testing. Using this method we can 

minimize testing efforts. Monte Carlo and Las Vegas algorithm 

is responsible for generating cases. We apply only one 

algorithm at a time according to code complexity. If 

complexity of code is high then use Las Vegas and for low 

complexity use Monte Carlo algorithm. The aim of the study 

was to observe how it performs random testing in general and 

to determine a more efficient strategy to recommend as best 

practice.  

5. Features 

• Minimize the efforts for test cases generation process 

• Less calculation 

• Simple procedure 

• Consistency in test cases generation 

• User profile 

• Random input values 

• Reliability 

• Automated Testing 

 

6. Conclusion 

In this paper, we studied and implement random testing 

algorithm for enhancing performance of random testing. In 

proposed method uses Monte Carlo and Las Vegas randomized 

algorithm which is very helpful for test cases generation in 

different ways. Using proposed method, we can minimize the 

efforts for test cases generation process during random testing 

also minimizes testing efforts. Monte Carlo and Las Vegas 

algorithm is responsible for generating cases. The aim of the 

study was to enhance performs random testing. In the current 

scenario, Random testing is widely used for gaming and 

protocol testing because of running large number of test cases 

with high failure detection efficiency. Random testing cannot 

get perfect or optimal results, but it can get pretty good results 

with low cost. In some cases, random testing methods are more 

practical than any option. 

7. Future Work 

Randomized algorithms are not realistic, they are probabilistic. 

We should make it more realistic by applying various new 

approaches. In this testing there are many of the tests are 

redundant and unrealistic, we needs to remove redundant and 

unrealistic test cases. We also needs to minimize time which is 

spend on analyzing the test cases and facilitate to recreate the 

test if we do not record what data was used for testing. 
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