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Abstract— Management of maintainability of software in Software Product Lines is still a problematic area. As its very important quality 

attribute, there has to be a comprehensive basis for assessing and improving it. Several quality models have been proposed to quantify the 

maintainability. Nevertheless, existing approaches are not activity based. We have proposed a set of activities and set of facts to calculate 

maintainability in SPL (Software Product Lines) environment. Facts would have a cascaded effect on activities which in turn would have an effect 

on the sub-factors of maintainability. We have conceptualized the set of activities and facts in the form of an activity based model 
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I. INTRODUCTION  

W ITH reference to the latest software quality model 
proposed by ISO (International Standard Organization) i.e. 
ISO/IEC 9126 model, maintainability is one of the six 
characteristics. Other characteristics are Functionality, 
Efficiency, Portability, Reliability and Usability. All these 
characteristics are having their own sub characteristics 
[13].Since the announcements of ISO/IEC 9126 model; many 
researchers have added various dimensions to this model. A 
new model has been designed for evaluating the software 
quality. [3][15] gives the reference of activity- based quality 
model. In addition to this model Bayesian network approach 
has been used as an effective quantification approach to 
quantify various attributes of ISO/IEC 9126 model. A lot of 
research has been done to ensure better quantification. 

 Software Product Lines are an attractive solution for 

software development because they are economical and 

adaptable to change. Clements and Northrop [17] defines SPL 

as “a set of software intensive systems that share a common, 

managed set of features and that are developed from a 

common set of core assets in a prescribed way.” The selection 

of a feature in a product can occur at different times, as 

required by many development issues [18]. In this paper I 

have conceptualized the maintainability of software product 

line. In view of activity based quality model maintainability 

will have implementation effects of four major dimensions 

i.e. variability, granularity, multiplicity and binding time. 

These four major dimensions are defined in software product 

lines development. I have considered them as facts in activity 

based model and conceptualized their effects on activities to 

ensure maintenance or maintainability of SPL. This paper is 

organized as follows. Section 1 is discussing the ISO/IEC 

9126 model. It also discusses the maintainability and its sub 

characteristics with the extended factors of each sub factors 

which show the activities to ensure the relevance of sub 

factors to measure the maintainability. Section 2 shows the 

activity- facts based model and discusses the concept to have 

a better understanding. Section 3 discusses the theoretical and 

mathematical basis to apply the activity-facts based model to 

quantify the maintainability of SPL. Section 4 discusses the 

future work, limitations and conclusions.   

II. ISO/IEC 9126 MODEL 

     Efforts based quality measurement models are very 

common. In these process models roles, activities and 

artifacts play a very important role. Quality model such as 

ISO 9126 is based on six parameters like functionality, 

reliability, usability, efficiency, maintainability and 

portability. Table 1 shows the characteristics and associated 

sub- characteristics mentioned in ISO/IEC 9126 model. I 

have considered this model as a base model for this paper and 

for this study. In this model maintainability has four major 

sub characteristics named analyzability, changeability, 

stability and testability. 
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TABLE 1 

Characteristic Sub Characteristics 

Functionality 

Suitability 

Accurateness 

Interoperability 

Compliance 

Security 

Reliability 

Maturity 

Fault tolerance 

Recoverability 

Usability 

Understandability 

Learnability 

Operability 

Attractiveness 

Efficiency 
Time Behaviour 

Resource utilization 

Maintainability 

Analyzability 

Changeability 

Stability 

Testability 

Portability 

Adaptability 

Installability 

Conformance 

Replaceability 

 

 Table 2 describes the maintainability and its sub-factors 

expressed in ISO/IEC 9126. It also shows the proposed set of 

activities related to each sub- factors of maintainability.  

 

 

    

The contribution of these six parameters has some variations 

with regard to the application domain and the software 

company’s internal methods to maintain and develop 

software.  We have proposed a set of activities related to each 

sub-factor. We have also proposed that these set of activities 

affect the sub-factors and in turn the maintainability gets 

affected. In order to quantify the values of sub-factors we 

have assumed that all these sub-factors and set of activities 

are variables. In section 3 we will present a mathematical 

model to quantify all of them.  

 

III. ACTIVITY-FACTS BASED MODEL 

While measuring quality of a software product line four 

major dimensions need to be taken care. These four 

dimensions are: 

1. Variability 

2. Granularity 

3. Multiplicity 

4. Binding-time 

  These four dimensions (facts) affect software quality 

differently at different phases of software development. At 

design level analyzability depends on code structure. This 

code structure dictates the code readability and in turn code 

readability defines the code complexity of the software. 

Therefore in this paper we have taken these three as the 

parameters to evaluate the analyzability. At the same time 

these three factors related to code can be affected by the 

variability inherently a necessary feature for software product 

line engineering. In practice, variability can be observed in 

code, in functions, in control flows, which we have defined 

in next paragraph. Now a day’s feature rich applications are 

in demand [12]. This demand is catered by the software 

engineers by adopting the reusable components of a suite of 

software packages. Future is the cloud based computing when 

a software engineer will be able to find a component on cloud 

and will be able to integrate it with its ongoing software. 

    Another very interesting advancement in software 

development field is the evolution of software product lines. 

Now a company produces a feature oriented software 

packages and its extensions over the period of time. As 

features grow the quality of software product becomes a very 

important aspect. In order to maintain the overall quality, SPL 

quality metrics need to be developed. For SPL, the quality 

metrics will be different in the sense that already existing 

feature and its quality may be affected by the addition of or 

removal of another feature of package. 

    In this paper we are focusing on the aspects which may 

affect the quality of software package in feature oriented SPL 

development process. We will investigate granularity, 

variability, multiplicity and binding time dependency. It has 

been proposed to use activity-based quality models (ABQM) 

in order to assess the quality [9]. 

   Here we have defined four sub-factors to assess 

maintainability. These four sub-factors are further having 

activities related to each sub-factors. We are proposing the 

four above mentioned major dimensions as the facts because 

these dimensions affect different major activities. We are 

proposing that that these four attributes affect sub-factors of 

maintainability as mentioned below: 

 

Variability  Analyzability i.e. variability has a direct 

effect on analyzability. 

TABLE 2 

REFERENCE TABLE TO EXPRESS MAINTAINABILITY AND  ITS 

SUB FACTORS 

Quality Factor  Sub- Factors Proposed set of activities  

Maintainability Analyzability Code structure 

Code readability 

Code complexity 

Changeability Document Readability 

Implementation efforts 

Documenting efforts 

Stability New requirements 

Enhancements 

Optimization 

Testability Observability of code 

Isolation 
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Granularity  Changeability i.e. granularity has a direct 

effect on changeability. 

    Multiplicity  Stability i.e. multiplicity has a direct effect 

on stability. 

Binding Time  Testability i.e. binding time effects 

testability. 

Four dimensional attribute of quality of software are: 

1. Variability- David M. Weiss and Chi Lai define 



Manoj Nainwal1 IJECS Volume 4 Issue 4 April, 2015 Page No.11246-11251 Page 11249 

variability in product family development as “An 

assumption about how members of a family may 

differ from each other". 

 Variability in data can be observed as a particular data 

structure may vary from one product to another.  Variability 

in control flow is defined as variation of interaction pattern 

from one product to another.  Variability in function shows 

that some functions may exist in some products and not in 

others.  Variability in product quality goals may be 

understood as the variations of goals like security, 

performance or modifiability from one product to another.  

Variability in product environment means that the product 

domain may impose specific requirements. Variability in 

technology concerns the platform (OS, hardware, 

dependency on middleware, user interface, and run-time 

system for programming language) which may vary in a 

similar way to function but with the technical point of view 

[22][23]. 

By and large variability affects different aspects of quality 

of software in SPL. In this paper we have proposed that 

uncertainty in variability can affect the analyzability of 

software, which in turn affects the maintainability of 

software. In this paper we are considering the technical 

variability and product level variability [22] [10]. 

2. Granularity- In Software Product Line development  

main focus of the developer is on feature addition. 

Fine grained coding practices make this easy [11] 

[22] [23]. [27][28] explored the limitations in 

implementing fine grained extended features. We 

have suggested that fine grained extensions need 

extra documenting efforts. But it makes document 

more readable and in turn reduces the 

implementation efforts in due course of 

development process. In compositional approach to 

implement SPL statement extensions [28] [27], 

expression extensions, and signature changes show 

obvious limitations. In annotative approach to 

implement SPL shows obfuscated source code and 

problem in annotating arbitrary code fragment 

without considering its relevance [29] [30]. Hence 

we are proposing that high granularity will provide 

better feature management. Thus, granularity may 

affect the overall maintainability of SPL. 

3. Multiplicity- This is also known as the attribute of a 

variation point. Multiplicity of a variation point 

indicates the minimum number of elements of the 

associated variant set. Variant set selection depends 

on its multiplicity which can vary from 0 to 1. 

4. Binding Time- It refers to the time at which the 

decisions for a variation point are set. [19] In other 

words it is the time at which features selection 

occurs. There are many different binding times 

available to a software designer e.g., compile time, 

link time, and run time. A software development 

technique that is used to implement a variation point 

is called variability mechanism [20]. In a 

continuously evolving product line, where binding 

times may change based on existing, evolving, or 

expanding domain requirements, this process is 

error-prone and the code modifications are tedious 

to track [21]. 

IV. THEORETICAL BASIS FOR 

PROPOSED ACTIVITY FACTS BASED 

MODEL 

 

This section discusses the theoretical basis for activity facts 

based model. We have assumed that at activity level four 

major activities are there to ensure maintainability of 

software. Under each major activity some sub activities are 

defined. For example major activity “analyzability” can be 

measured by 3 sub activities like “code complexity”, “code 

readability”, and “code structure”. Here “code structure” is 

the lowest sub activity. We have shown the effect with “+” 

and “-“signs. “+” sign signifies the increased impact of the 

fact on activities related to sub-factors. “-“sign signifies the 

decreased impact.  

   We include 4 impacts on each of the low level activities. 

These facts together with their impacts are: 

 

1. [VARIABILITY|DEPTH]    +      [CODE 

COMPLEXITY ] 

 

The depth of variability will affect the level of code 

complexity. As depth of variability will increase it will 

increase code complexity or we can say that if code is 

complex its affect will be directly reflected on the variability. 

To implement high variability, which is a basic feature of any 

software product line, code must be simple. To ensure high 

variability you have to make coding simple as it can be 

achieved by low coupling. 

 

[CODE COMPLEXITY] 

- 

[CODE READABILITY] 

- 

[CODE STRUCTURE] 

 

In the above diagram it is shown that code structure will 

become complex if code readability is low. Similarly if code 

readability is low code becomes very complex. This 

decreases the variability. 

 

 

 

 

 

2. [GRANULARITY | EFFORTS ]       _       [ 

DOCUMENTING EFFORTS ] 

The granularity directly affects the documenting efforts as 

more granular the software documentation becomes large. 

[DOCUMENTING EFFORTS] 

+ 

[DOCUMENTING READABILITY] 

+ 

[IMPLEMENTATION EFFORTS] 

 

3. [ MULTIPLICITY | VARIANCE ]              +        [ 

NEW REQUIREMENTS ] 

New requirements need to be added to software to cope up 

with the changing scenario, makes software having positive 

multiplicity. 
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[NEW REQUIREMENTS] 

+ 

[ENHANCEMENTS] 

+ 

[ERROR CORRECTION] 

+ 

[OPTIMIZATION] 

 

4. [BINDING-TIME | TIME INTERVAL]      -      

[OBSERVABILITY OF CODE] 

This means binding time interval inversely affects the 

observability of code. 

V. RELATED WORK  

[9] have discussed the activity based model for maintenance 

of the software. This work has been the basis of my work in 

context with SPL. [12] has discussed the variability 

management as a challenge in Software Product Lines. [7] 

[8] have discussed the multiplicity and its management in 

SPL. [24] has through a light upon the term SPL and its 

definitions. [21] [22] have discussed the principles and 

practices in SPL development environment. 

VI. CONCLUSION  

In this paper a new approach to quantify the measurement of 

maintainability in SPL is proposed. We have proposed the 

activity based concept to analyze the effects of variability, 

granularity, multiplicity and binding time on SPL 

maintainability. We are currently working on the model to 

couple it with Bayesian belief network to make it more 

empirical. By incorporating fuzzy logic in this model, we 

can propose an industry ready model to assure 

maintainability in SPL.  
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